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Abstract. With the increasing proliferation of Robotic Process Automation and 
other low-code approaches in automating business processes come new chal-
lenges for reusing automation artifacts. Business logic is implemented in multiple 
technologies and developed decentrally across the organization. Especially citi-
zen developers, who do not have extensive programming knowledge, face issues 
regarding reuse. Based on a thorough literature analysis and informed by Trans-
action Cost Theory, this research in progress identifies five challenges for reuse. 
Following design science research, we develop five principles that help organi-
zations set up reuse environments that encompass both low-code and traditional 
development regarding automation artifacts. In addition, we describe how we 
plan to validate the principles in the next stage of our research. 
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1 Introduction 

Organizations use various technologies to automate their business processes [1], in-
cluding Robotic Process Automation (RPA) and other low- or no-code approaches. 
Some of these automation efforts are carried out by Citizen Developers. Citizen devel-
opers are regular employees aiding in process automation. They can apply their in-
depth process knowledge during optimization and automation, however, they have little 
or no formal knowledge regarding professional techniques – such as reuse [2, 3]. This 
“lack” of knowledge impairs awareness regarding the benefits and pitfalls of reuse. 

The benefits of reuse range from lower implementation cost over faster implemen-
tation time to consistent (high) artifact quality and overall reduced maintenance needs 
[4–6]. Simultaneously, reuse brings a set of issues or even dangers. A recent example 
is the reuse of Log4j, a logging utility used for logging in Java programs. The vulnera-
bility allowed malicious entities to inject and execute code in multiple thousand soft-
ware systems that (re)used the framework (see, e.g., [7]). With the advent of citizen 
developers, reuse – and therefore both its benefits and issues – are made available to 
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various business users [8]. They then face similar issues as traditional, trained develop-
ers in achieving the benefits and mitigating potential issues and dangers of reuse.  

Since reuse holds such benefits and can be so hard to conduct correctly, organiza-
tions would benefit from design principles for creating reuse environments that, on the 
one hand, unlock the potential of reuse for all employees conducting Business Process 
Optimization (regular and citizen developers) and, on the other hand, shield the organ-
ization (and individuals) from potential damage from improper reuse or improper arti-
facts. These principles must be easily understandable, not only by regular IT developers 
but also by citizen developers. At the same time, the design principles must be applica-
ble to all process automation artifacts at all stages of development, both in low-code 
and traditional development to harness the full potential of all reusable artifacts.  

The participation of citizen developers and the use of varying technologies (tradi-
tional programming and RPA or low- and no-code technologies) bring significant chal-
lenges to business process automation. The decentral nature of citizen development and 
the citizen developers’ lack of development knowledge can hinder reuse. Simultane-
ously, important and valuable business logic now exists within traditional and also low-
code artifacts. This leads to the following research questions:  

─ What are the challenges associated with the reuse of process automation artifacts, 
especially considering a citizen developer involvement?  

─ How should organizations design organizational environments from a managerial 
standpoint to facilitate the reuse of distributed process automation artifacts in differ-
ent technologies?  

This paper is structured in 7 sections. We first describe the design science method used 
to answer these questions. We chose to place the background section thereafter since 
the concepts described there directly inform our design principles. Next, we set out to 
develop design principles for the organizational reuse environment. To this end, we rely 
on the Transaction Cost Theory (TCT). As a first rigor-cycle, we employ challenges 
regarding reuse based on a structured literature review. Finally, we derive design prin-
ciples for the organizational reuse environment. We end with a concluding discussion 
outlining our future research approach to evaluate the design principles. 

2 Method 

 

Fig. 1. Research Process 
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This paper follows a design science research approach [9, 10]. Figure 1 gives an over-
view of the research process. We first (1) conducted a thorough systematic literature 
review to identify existing research on automation reuse using “automation reuse” with-
out quotation marks as the search term in the AIS eLibrary, Senior Scholar’s Basket of 
Eight, and the proceedings of the BPM conference. The literature review consists of 
2075 original hits. We chose these outlets to both get a broad overview of the field of 
reuse in process automation [11] and also a good idea of how the phenomena of low-
code development and citizen developership impact it. We then filtered the articles, 
first by title, then by abstract. The filtered search resulted in 136 articles. After con-
ducting a selective backward search, we included 170 articles in total. We then applied 
grounded theory [12] to the 170 selected papers, resulting in 826 coded segments. 
Based on these results, we applied axial coding, resulting in 89 aggregated codes. The 
literature review process is described in further detail in [13]. 

As a second step, we systematized the challenges regarding reuse based on the liter-
ature. The results of this step are described in section 5.  

Based on the findings of the entire literature review, as a third step, we applied a 
view of TCT and developed a set of organizational design principles following van 
Aken [14]. According to van Aken [14], such principles are to be viewed as an “exem-
plar” that aids in achieving a specific state in a specific situation, meaning that adjust-
ment is required when aims or situations diverge. For this paper, we assume that every 
design principle aims to maximize the potential of reuse by decreasing transaction cost 
while mitigating potential pitfalls. Following the work of Gregor et al. [10], who take 
the work of van Aken [14] into consideration, we detail the design principles with the 
relevant justificatory knowledge (e.g., TCT as our kernel theory).  

The effectiveness of the proposed principles will be evaluated in a later stage in our 
research. To this extent, we plan to validate our findings in multiple organizations (so 
far being in contact with 7) and refine them utilizing the practitioner’s feedback. 

3 Background  

3.1 3.1 Low-Code development and citizen developers 

Low-code platforms allow developers to create software with pre-defined components 
that include specific functionality while using little to or even no code in the traditional 
sense [3]. The use of the pre-defined automation components allows the (re)use of basic 
functionality provided by the platform vendor, which can then be configured to fit the 
process and specific requirements [15]. The use of components and the quick reconfig-
urability can lead to high development efficiency [15]. However, low-code systems can 
reach a complexity similar to regular systems [16]. The quick artifact development and 
current knowledge of process execution improvement potentials allow quick process 
innovation, which is one driver for businesses to utilize such systems [17].  

RPA is one technology in this category that allows the automation of digital tasks 
that were previously manually conducted on the graphical user interface [32]. 

Low-code development is usually performed in a visual editor and is said to require 
little to no formal training, which also allows “regular” (non-IT) employees to create 
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automation solutions utilizing them [15]. These so-called Citizen Developers have little 
to no formal programming training [3], but being close to the process execution allows 
them to bring a deep understanding of business processes, allowing for process and IT 
alignment [3, 18]. 

3.2 Reuse for citizen-developers 

The idea of partial or full reuse of artifacts such as libraries or standard software has 
been a part of information systems (IS) development for a long time (see, e.g., [19, 20]). 
Reuse is the act of utilizing an existing artifact in new ways or utilizing (parts of) ex-
isting artifacts in new development [19]. Reuse may range from copying and pasting 
parts of artifacts (see, e.g., [19]) over modular or model-driven systems (see, e.g., [21, 
22]) up to the reuse of partial or entire architectures [23]. Reuse is applied not only to 
purely technical artifacts but may also encompass specifications such as business pro-
cess models (see, e.g., [24]) or knowledge (see, e.g., [25]). Due to its benefits, it is 
routinely applied in software engineering practice (see, e.g., [26, 27]) with some mod-
ern developing methodologies even having reuse as one of the core concepts of devel-
opment (e.g., service-oriented architectures [19, 26]).  

Allowing non-IT personnel to develop low-code or no-code applications has enabled 
companies to develop IT artifacts more quickly and to bring IS development closer to 
the business knowledge manifested in organizational routines [2, 8]. Traditional pro-
gramming knowledge – however, is not necessary to become a citizen developer [2]. 
The citizen developers creating these low-code applications now face similar questions 
regarding reuse that professional IT workers face without having undergone the same 
comprehensive training.  Therefore, methods and technologies to help citizen develop-
ers with reuse without having to undergo vast training are needed.  

The literature on the reuse of low-code and citizen developer software is sparse. Ta-
ble 1 offers a selection of the seminal literature. 

Table 1. Excerpts from the seminal literature on low-code and citizen developer reuse 

Source  Stance on reuse  

[28] 
The authors propose reuse as one measure to allow quick scaling and cost-saving in 
low-code projects. They describe that the existence of a large number of compo-
nents reduces assembly and delivery cost in new development. However, they do 
not describe how to set up a reuse environment.  

[16] 
Reuse of low-code applications is severely limited by a lack of professional devel-
opment features that aid it, such as modules (depending on the technology). This 
can lead to opportunistic reuse and, thus, inefficient reuse and propagating errors. 

[29] 
After scaling RPA operations, the case company used reusable components to ena-
ble the automation of more processes. This is supported by a central component 
repository allowing citizens to search for components and track their automation 
ideas/wishes. The authors describe that the repository eases maintenance. 

Since artifacts developed by citizen developers are naturally created decentrally (by 
employees across the organization), finding suitable artifacts for reuse across a vast 
number of private artifact repositories may increase the effort for each instance of reuse. 
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At an extreme, this may lead to constant redevelopment due to this high effort or even 
biases like the “not-invented-here syndrome” (e.g., [19, 30]). A high resulting number 
of artifacts further complicates finding “the right” artifact [31]. Thus, artifact develop-
ment in a citizen developer setting can lead to further inefficiencies in software reuse. 

The described additional inefficiencies in the reuse process can make reuse unviable, 
especially when compared to the reduced initial or re-developing cost citizen developer 
systems bring (compare, e.g., [32] and [19]). In contrast, however, Lacity et al. [28] 
identify reusing low-code solutions as a major driver for scaling low-code solutions. 
Noppen et al. [33] additionally describe the need for reuse in low-code applications due 
to high maintenance efforts caused by a large number of similar components. 

3.3 Transaction cost theory  

Coarse [34, 35] argued that there are costs associated with performing transactions in a 
market. According to Coarse [34], a resource is traded until either A) the value of a 
good is maximized within the market or B) the transaction cost of performing further 
trades outweighs the trade’s added value. The formation of organizational structures 
can be used to minimize transaction cost within the organization. A large availability 
of goods on the market, therefore, allows to satisfy more customers and leads to lower 
purchasing cost. However, Coarse [34] also describes a negotiation cost associated with 
organizations agreeing on the terms of trading a specific good.  

Regarding software artifacts, the value of an artifact is not necessarily decreased 
when multiple (non-malicious) actors have access to the artifact. Especially in the same 
organization, the value of an artifact can be harnessed several times, gaining additional 
value from each (re)use [19]. In theory, an artifact can bring infinite value if there is a 
reuse opportunity that brings higher benefits than transaction costs. In practice, there is 
a higher cost associated with creating a reusable artifact than a traditional artifact in the 
first place or adapting a reusable artifact to be reusable in a new context [19]. 

4 Taking a transaction cost perspective on reuse 

 

Fig. 2. Reuse artifact markets inside an organizational reuse environment 
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We argue that organizational reuse environments can include several ‘markets’ for re-
usable components and thus have several boundaries that can add transaction cost. Es-
pecially in citizen development (usually conducted decentrally), “silos” can form. 
Figure 2 shows exemplary artifact markets existing in an exemplary organizational re-
use environment and the relative associated transaction cost. Each time reuse (i.e. a 
transaction) is considered, the reusing actor (RA) has the option of accessing markets 
‘offerings’, choosing and reusing one of the artifacts. These artifacts may be developed 
by citizen developers or “professionals” in low-code or traditional programming.  
First, the RA may have access to a private repository that holds their working files. The 
RA should be roughly aware of the artifacts within, leading to a low transaction cost 
regarding reuse. In the case of a shared workgroup repository the RA has access to 
(“Repo X” in Figure 2), an additional element of evaluation cost applies since the re-
pository holds artifacts created by other actors which must be examined and understood 
before they can be reused adding to the transaction cost.  

Further personal or shared repositories (e.g., group folders of other groups) may exist 
within the company. The RA may not have access to these (‘infinite’ transaction cost). 
Only if the RA has some prior knowledge about which sort of artifacts may be within 
the repositories can the RA request access to artifacts from these repositories. Alterna-
tively, an actor with access to these repositories could voluntarily offer the RA artifacts 
stored within them. For this to happen, the participants must create some form of con-
nection. The transaction cost would still be fairly high for both artifacts, requiring direct 
coordination, possibly manual component transfer, and trust between both parties. Es-
pecially when the RA is a citizen developer, additional hurdles lay in understanding 
and evaluating the artifacts and making them compatible with, for example, RPA.  

Additionally, there may be an organizational environment designed to aid reuse, in-
cluding a repository of components for reuse across the organization, where the organ-
izational measures and social constructs within the organization influence reuse. 

Another possible source for reusable artifacts outside the organization is proprietary 
artifact markets or free public repositories. Proprietary Artifact markets allow actors to 
buy artifacts from vendors [18]. In the case of a trusted vendor, this transaction can be 
seen similarly to a transaction within the organization, plus the buying price for the 
artifact. Free public repositories allow access to artifacts without purchase [35]. In the 
case of an unknown artifact provider, an additional evaluation cost may occur. Both 
artifact markets and free public repositories may, however, include a large number of 
competing vendors offering similar components. This high number of components can 
then further increase the cost of discovery and evaluation. 

5 The challenges of reuse 

From the literature, we identify five major challenges that must be overcome to conduct 
reuse successfully. We will describe them in the following.  

C1 Designing Reusable Artifacts: Challenges in developing reusable artifacts arise 
in the development of the basic functionality of the artifact, its granularity, making it 
reusable in several contexts, and finding all relevant contexts. First, in creating reusable 
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artifacts, there is the initial effort and cost of developing the reuse artifact. To calculate 
the cost of a specific reuse instance, this initial development cost can be divided by the 
number of instances the artifact is reused [19,38]. Moreover, artifacts must have the 
“correct granularity” (size) to be reusable [19, 37]. Smaller artifacts are easy to reuse 
since they have simple and easy-to-understand functionality (e.g., an RPA bot to log 
into a system). Larger artifacts are more challenging to reuse since they include context 
or process-specific requirements, yet are more valuable when reused (e.g., an RPA bot 
that executes several process steps) [19].  

There can also be an additional development cost to make an artifact reusable (e.g., 
additional requirements like interfaces or effort for generalizing; see [38, 39]). The field 
of Software Engineering has developed various procedures to reduce reusability cost 
by designing artifacts for reuse, such as standardized interfaces like REST or design 
principles for reusable artifacts (see, e.g., [22, 40, 41]). Citizen developers, however, 
may not be aware of these concepts, especially as RPA enables automation via the user 
interface. These concepts may also not be easily applicable to low-code technologies. 

Artifact creators must consider all possible contexts in which an artifact may be used 
during its lifetime to be able to cover requirements introduced by the use in that context 
[42]. Imagining all potential contexts is almost impossible at the time of artifact crea-
tion. Creating artifacts that are reusable in different contexts can be costly in itself. 
Adaptation (see C3 below) can be necessary when reuse in a specific context has not 
been considered during initial development.  

C2 Accessing and Evaluating Reusable Artifacts: When deciding whether to re-
use, one must weigh reuse against redevelopment [19, 38]. Thus, an actor has to find 
the relevant reusable artifacts (e.g., in one of many repositories), gain access to them 
(following formal or informal access processes), and evaluate the available artifacts 
regarding their fit in the desired context (e.g., by examining documentation).  

Consequently, similar to the concept of coordination cost in TCT, there is the cost 
of finding and gaining access to reusable artifacts. Especially with small artifacts, the 
cost of finding them may offset the benefit of reuse [31]. Artifacts must be searched for 
amongst additional artifacts, making the discovery process tedious. This is especially 
true if artifacts are not kept in a central repository but must be retrieved from various 
undocumented repositories throughout the organization. Access may be complicated or 
unachievable when artifacts are stored in multiple repositories and exist in several ver-
sions. The decentral nature of citizen development can further this issue.  

In addition, there is the problem of evaluating the artifact. Each of the artifacts found 
must be understood (to some extent) and evaluated regarding its value potential for this 
specific reuse instance. The actor has to evaluate if the artifact fits the new context. The 
artifact’s fit for the new context (and thus the amount of adaptation required) plays an 
essential part in the cost of reuse and, thus, the decision between reuse and remake [38].  

For citizen developers, a lack of formal training in software engineering and under-
standing of code may further complicate assessing components.  

C3 Adapting and integrating Reusable Artifacts: When an artifact is found to be 
applicable for use, adaptation and integration can be necessary to enable the artifact to 
fit into the new environment and achieve its maximum potential. This adaptation can, 
for example, include making artifacts compatible or adapting an artifact to fit a different 
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context [19, 41]. Increasing the effort spent in Evaluating Reusable Artifacts (C2) can 
influence the effort in Adapting it (C3); it can aid in identifying more suitable artifacts 
that require less adaptation and show which adaptation will be necessary. If high adap-
tation rates are necessary, redevelopment can be more cost or time-efficient [19, 43]. 
Regardless of whether the artifacts have been adapted, it must be integrated into the 
new environment. The integration of artifacts can be laborious and error-inducing [4]. 
Therefore, the adaptation and integration must be tested, leading to further effort [19].  

C4 Ensuring Security and Maintainability: The reuse of artifacts can necessitate 
additional maintenance. If adaptations and maintenance operations are not propagated 
upwards through the reuse pedigree, several versions of the same artifact will further 
increase the need for (now separately conducted) maintenance and allow for additional 
security and reliability issues (see, e.g., [7, 44]). Security and maintenance for reuse 
must therefore be considered in two directions: It is hard to track where a specific arti-
fact has been reused (e.g., ‘Who uses our purchase bot? We want to change it.’) and 
vice versa, which artifacts have been reused in a specific artifact (e.g., ‘Which artifacts 
(low-code and traditional) does our purchase bot rely on?’). The additional effort in 
security and maintenance leads to cost that may be small for generalized and often re-
used parts but larger when specialized artifacts with extensive adaptation are reused.  

As citizen developers rarely have in-depth IT knowledge, performing such security 
assessments and maintenance can be especially difficult for them. Reusing components 
without sufficiently understanding them can introduce additional issues [5].  

C5 Managing Reuse: Suitable governance mechanisms are critical for successful 
reuse [45]. Too little guidance will hinder security and maintainability (see C4) and will 
not allow the organization to harness the full potential of reuse [46]. It can also make 
reuse inefficient: too little knowledge, too few reuse mechanisms, and too few best 
practices will be available to the reuse actors. Too strict guidance will increase the 
transaction cost as reuse processes become more complex (tracking reuse, asking for 
permission, asking for requirements of other departments, coordinating update sched-
ules). Introducing citizen developers can further complicate governance efforts [47]. 

6 Designing the reuse environment to reduce transaction cost 

The challenges mentioned contribute to the cost of each reuse transaction, making reuse 
less viable. We argue that transaction cost is a roadblock for reuse for low-code auto-
mation. Even in traditional programming, transaction costs should be reduced as much 
as possible to reap the full benefits of reuse. However, since artifacts created using low-
code technologies are cheaper and quicker to produce, there appears to be a reduced 
benefit from reusing such an artifact compared to reusing more expensive traditional 
artifacts. Reuse has been identified as critical to getting low-code projects up to scale 
[28]. In the following, we develop five design principles (DPs) for organizational reuse 
environments based on the abovementioned challenges, using transaction cost as the 
kernel theory. We deem these DP viable both for low-code and traditional development.  

DP1 Enable Actors to build Reusable Artifacts. For reuse to be possible, suitable 
reusable artifacts must be available in the reuse market. As citizen developers are often 
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not formally trained in developing artifacts with reuse in mind, this is a considerable 
challenge due to the decentral nature of artifact development. Therefore, to enable reuse 
actors to build a meaningful number of reusable artifacts…:  

Give all artifact creators (including citizen developers) clear guidance on how to 
perform reuse. Knowledge on reuse is a critical factor in being able to perform reuse 
effectively and efficiently [19, 43]. Since artifacts must be reusable in other depart-
ments, developers must know the concept of reuse, how it is done in the organization 
(standards and conventions), and how to create reusable artifacts [43, 45, 46].  

Give artifact creators the knowledge required to decide which artifacts should be 
designed with reuse in mind and made available. Since making artifacts reusable in 
different contexts is associated with an additional cost [19, 42] and large repositories 
can lead to high search, retrieval, and evaluation cost [19, 31], RAs must decide which 
artifacts they should prepare for reuse and make available. To be able to make this 
decision, artifact creators need to be enabled to estimate the reuse potential of compo-
nents. As citizen developers usually are close to the point of process knowledge creation 
(see, e.g. [17, 48]), this value potential will include knowledge on how processes are 
(or should be) conducted (see, e.g., [3]).  

Offer reusable artifacts in different granularity (where possible). Finding the right 
granularity is a balancing act between large components that bring the most benefits 
and small components that can fit a variety of contexts without adaptation [37]. The 
benefit of reusing artifacts that are too small may be countered by the transaction 
cost [49]. Therefore, artifacts that are available in different granularities or are logically 
dividable (e.g., assembled from several different artifacts) should be offered as such. If 
low-code applications are used as a temporary fix (see e.g. [17]) this approach can also 
help transition parts of the automation to “regular” backend systems [50].  

DP2 Empower Artifact Access and Evaluation. To ensure that all (potential) reuse 
actors are able to quickly evaluate potential reuse artifacts and deal with the number of 
available artifacts…:  

Ensure that every (potential) reuse actor can easily find potential reuse artifacts 
across technologies and departments. According to Coarse [34], every market transac-
tion requires finding potential market partners, building contact with them, negotiating 
the terms of the trade, conducting the trade, and evaluating the goods. Coarse 
states: ”These operations are often extremely costly, sufficiently costly at any rate to 
prevent many transactions that would be carried out in a world in which the pricing 
system worked without cost” ([34]). In the context of reusing artifacts Rothenberger 
and Kulkarni [51] phase this as: “The ideal retrieval method would neither require any 
prior knowledge of the repository nor any informal communication among developers 
to find the components needed.“ [51] We, therefore, argue that any potential developer 
should have A) easy access to reusable components, with B) a standardized way of 
accessing them, with C) a mostly automated “contract negotiation” (i.e., access rights), 
preferably in D) one central artifact repository that allows searching and filtering as 
artifact repositories have been identified as essential for reuse (see, e.g., [19, 51, 52]).  

Give relevant metadata on the available artifacts. Evaluating artifacts for their reus-
ability and need for adaptation requires a major effort. This effort increases with the 
number of artifacts available [31, 41]. Relevant metadata aids evaluation [53].  
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Name trusted and untrusted external sources of reuse components. As described 
above, the reuse of artifacts created outside of the organization is another viable option. 
In this case, trust and security become more important in artifact evaluation [41]. When 
artifacts are trusted, and the characteristics of the artifacts are sufficiently evident, de-
velopers can utilize the artifacts in a black box approach (not examining the inside 
working of the artifacts), leading to additional time savings [20]. Trusted artifacts 
should be marked as such. The “Not invented here syndrome” may additionally hinder 
reuse from outside repositories and vendors [19, 30]. We therefore suggest naming 
trusted artifact suppliers.  

DP3 Enforce Traceability and Lifecycle Control. To allow all reuse actors to trace 
bugs and find security issues in their artifacts…:  

Ensure that reuse artifacts can be traced throughout the entire reuse pedigree. 
Changes to software artifacts can impact other artifacts [53]. Therefore, changes must 
be tracked and (if necessary) applied to other contexts in which the artifact is used. 
Otherwise, security flaws and bugs remain in these contexts. Otherwise, there will be 
multiple versions of the same artifact, leading to increased maintenance and reuse (eval-
uation) cost. If security issues arise and are inherited to the new context a faulty system 
is reused in, these issues must be trackable throughout the entire reuse pedigree.  

Observe the lifecycle of reuse artifacts. Make its status and changes known to the 
RAs. Each software should conform to a software lifecycle to achieve conformance, 
quality, and security [54]. As low code governance can be centrally or decentrally or-
ganized [47], mechanisms should be in place that allow either central or decentral 
lifecycle tracking in order to be able to find obsolete artifacts in the reuse pedigree and 
update all (possibly adapted) artifact instances. Research must still be done on how the 
lifecycle can be effectively tracked in such environments.  

DP4 Manage Knowledge and Reuse Through Communities. To allow all reuse 
actors to resolve issues, communicate about reuse, build, and share knowledge…:  

Connect RAs through communities of practice and allow them to motivate each 
other. The attitude of individual reuse actors and trust between RAs can impact the 
success of reuse activities [55]. If there is no bond and collegiality between RAs, reluc-
tance to share code with or use code by others can arise [43, 56]. Communication and 
connection is necessary for the success of reuse [25]. Therefore, organizations should 
create reuse communities, forming bonds and trust between reusing developers. 

Allow for the building of cross-sectional knowledge by implementing suitable 
knowledge management. Knowledge (on reuse or in general) can also be reused. How-
ever: “Many organisational and professional cultures reward – sometimes uncon-
sciously – knowledge creation over knowledge reuse” [57]. Organizations should, 
therefore, enhance the reuse of knowledge through appropriate measures of knowledge 
management, like central knowledge repositories. The resulting community can also 
help citizen developers who are new to reuse since new reuse actors face a steep learn-
ing curve [43]. Hallikainen et al. [29] found knowledge sharing as crucial to scale low-
code efforts.  

Advance the reuse on knowledge by utilizing appropriate training and providing 
teaching material. The amount of knowledge required necessitates adequate training in 
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reuse [43]. Therefore, organizations should provide general training regarding reuse 
and their specific reuse processes, considering the needs of different developer roles.  

DP5 Build Strategy and Governance. To enable all reuse actors to align their reuse 
procedures with the company’s goals and to further reuse…:  

Clarify the organization’s strategy and goals regarding reuse. This includes whether 
reuse should be seen as a goal in itself (e.g., to reduce the number of artifacts to main-
tain) or if reuse should only be conducted when financially advantageous. Middle man-
agers, in particular, can oppose efforts to set up reuse programs if a strategic view is 
missing. Reuse efforts are often lengthy and do not show immediate benefits in their 
personal performance indicators. On the contrary, efficiency may go down at first [5, 
19]. A clearly defined strategy and goals will also aid developers in making reuse de-
cisions (e.g., reuse vs. remake, which artifact to choose). 

Reward actors whose artifacts are reused. Kim and Stohr [19] describe that lower-
level management, when judged on their individual (and often short-term performance), 
may not see the benefits of reuse. Similarly, in the spirit of TCT, Coarse [34] states that 
when the value-adding processes of one actor (e.g., the reusing developer) diminishes 
value or introduces cost (e.g., maintenance cost) at a second actor, the second actor 
should be compensated by the first actor for the additional cost. Since a large portion 
of the cost for reusable artifacts arises at the department of the creating actor (develop-
ment cost, continued maintenance, issue resolution), some form of compensatory mech-
anism is recommendable that lessens the burden of providing reusable artifacts.  

Build suitable governance mechanisms to guide reuse processes yet do not over-
restrict reuse. Governance mechanisms must not be too restrictive since “For the soft-
ware reusability technique to be effective, it should be easier to reuse the devices than 
to create them from scratch.” [58]. Yet, mechanisms must ensure security, compliance, 
and compatibility between artifacts. While there are first insights on low-code govern-
ance (e.g. [47, 59]), future research should determine suitable mechanisms for reuse. 

7 Concluding discussion 

In this paper, we developed five design principles for the organizational reuse environ-
ment to enable citizen developers to reuse process automation artifacts. We based these 
principles on common challenges in reuse and applied a transaction cost perspective.  

Research has called for mechanisms that aid organization-wide reuse for both low-
code and BPM [6]. The revised BPM capability framework calls for “Multi-purpose 
Process Design” [60]. Research on RPA has found “design[ing] bots for scalability and 
later migration” as a critical success factor for RPA [61]. Similarly, Syed et al. describe 
scaling RPA as a challenge and call for methods to aid it [62]. The proposed design 
principles can help operationalize these calls. With our paper, we aid in furthering reuse 
through a managerial approach. Researchers can build upon the principles and translate 
the design-oriented insights into contributions to more general theories. Furthermore, 
we extend the literature on process automation reuse [19]. Potentially, our insights 
could inform existing theories in the domains of BPM, socio-technical change or new 
development approaches for low-code development. For example, François et al. [63] 
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propose a method for anchoring reuse in the BPM lifecycle. Van Looy and Rotthier 
[64] describe creating a set of reusable “building blocks” to aid process automation. 
Průcha and Madzík [65] describe a technical approach to finding similar low-code com-
ponents. Such endeavors could benefit from our proposed approach. In addition, we 
contribute to the Low-Code and Citizen Developer literature. For example, Bock et al. 
call for “methods for guiding lay developers in the use of LCPs and classical software 
development facilities” [15]. Our design principles can inform such methods and enable 
organizations to implement managerial methods to allow process automation reuse.  

Practitioners can use the challenges and design principles to implement or improve 
process automation reuse initiatives, especially when relying on low-code or no-code 
development. By doing so, they can circumvent the challenges of reuse systematized 
above. By reducing the effort required for each act of reuse, we aid in maximizing the 
overall value of reuse and making reuse accessible for citizen developers.  

We plan a thorough in-vivo evaluation within a recently started four-year research 
project with multiple private sector organizations. Here, we plan to implement the de-
sign principles in these organizations, conduct interviews with the responsible person-
nel, and implement an overarching reuse environment between the six participating or-
ganizations to aid cross-organizational reuse. We have conducted the first rigor cycle 
[9] in this paper. The challenges of traditional software reuse have been stringently 
researched from a theoretical and practical perspective [19]. Together with the chal-
lenges faced in scaling low-code development like RPA [62], this underlines the prac-
tical relevance of our proposed organizational design principles. Our planned evalua-
tion will also lead to iteratively refining them based on the empirical insights [66].  

In addition, more research should be carried out on citizen developer reuse. So far, 
it is unclear if the motivation to provide reuse components or to reuse components by 
others is different for Citizen Developers who may not have extensive programming 
knowledge and thus may be less able to assess artifacts regarding their reuse benefit.  

We are aware that our research also comes with limitations. We acknowledge that 
the “products” (components) in the market can, in theory, be used indefinitely without 
losing value, which is not in the original spirit of TCT. However, the theory seems to 
hold for other digital goods. In addition, while we conducted a broad literature review 
and have implemented our design principles stringently based on this, there may be 
additional relevant concepts in the literature or practice.  

In summary, reuse has a rich history in Software Engineering. However, citizen de-
velopers face additional challenges in reuse, such as low formal training and decentral 
development. Organizations should create an environment that allows for both the reuse 
of traditional and low-code artifacts in order to maximize value. In this paper, we de-
veloped design principles for creating organizational reuse environments. To this aim, 
we systematized common issues in reuse and applied a transaction cost perspective, 
minding to the needs and limitations of citizen developers. 
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